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Abstract
In the decentralized token system ZUZ, users can define their own token-based
currencies which accrue reputation from publicly observable actions recorded on
a transparent, universally accessible ledger. We design, implement, and evalaute
the cost of privacy-preserving versions of the ZUZ system for both the UTXO- and
account-based models. In the UTXO-based model, we extend the Zerocash protocol
to support anonymous transfers over origin, destination, and value for a multi-token
system with negligible overhead over Zerocash transactions. In the account-based
model, we design a privacy-preserving Ethereum smart contract which represents
the ledger state more concisely, while still achieving anonymous transfers over des-
tination and value. Our preliminary results show that transaction times scale linearly
in the size of the sender’s wallet and anonymity ring. Finally, we introduce a novel
primitive which formalizes the notion of reputation with respect to a public ledger.
This provides a starting point for how to address the conflict between the reputation
of users and the anonymity of transfers in a privacy-preserving ledger.
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Chapter 1

Introduction

ZUZ [16] is a decentralized token system, which allows users to leverage their real-world rep-
utation in order to generate capital. In particular, users are allowed to define their own token
specifications, called ZUZ specifications, that are tied to their public identity.

At first, the primary factor that contributes to whether a user will accept tokens for a particular
ZUZ specification is the real-world reputation of the specification’s owner. For instance, if a
bakery owner creates Bakery ZUZ, patrons of this establishment will be incentivized to accept
this token, since they can redeem it at the bakery.

Over time, however, users may begin to use the token’s reputation, or the publicly observable
transaction history over this ZUZ specification to make this decision. For instance, a user may
still accept Bakery ZUZ, even if he or she does not have sweet tooth, because their trading
partners accept payments over this ZUZ specification.

Under this system, the objectives of allowing users to generate capital and to protect the
privacy of their financial transactions come into direct conflict with each other. This is because
a user’s ability to generate capital is determined by two factors: their real-world reputation and
the publicly observable interactions over this token. The former requires them to tie their public
identity to a new ZUZ specification, and the latter requires all transaction details to be publicly
accessible to all network participants.

We briefly justify why these two conditions must be met in order for users to effectively
generate capital. First, we claim that ZUZ specifications must be tied to public identities in
order for users to leverage their existing real-world reputation. When a ZUZ specification is
first created, there is no prior transaction history associated with them. Therefore, without a
public identity attached to a ZUZ specification, there is not a single user to “vouch" for the
trustworthiness of the ZUZ specification. As a result, other users have no reason to accept these
funds as payment.

Next, we claim that transactions details must be publicly accessible to all network participants
in order for the user to generate new capital. With just the public identity of a user attached to
their ZUZ specification, a user’s ability to generate capital is limited to users who already know
of their repuatation in the real world. In order for a user to generate new capital, they must be
able to convince other users to accept their funds as payment through the publicly observable
interactions on the ledger.

If some or all of a transaction’s details are hidden, then the system becomes susceptible to
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wash attacks. Recall that the details of a transaction include the sender, recipient, and value
of the payment. When either the sender or recipient of a transaction is hidden, the owner of
ZUZ specification can falsely inflate its perceived value by creating trades between anonymous
identities controlled by herself. When the value of a transaction is hidden, it is similarly possible
for the owner to falsely inflate the perceived value of a ZUZ specification by fragmenting a single
mint or transfer into many low-value transactions.

Thus, a user’s ability to effectively generate new capital using the ZUZ system relies on the
transparency of the system’s ledger. In this thesis, we explore how to make a privacy-preserving
version of ZUZ by designing and implementing novel privacy-preserving decentralized token
systems in both the UTXO- and account-based models. We also provide a starting a point for
how to address this conflict between transactional privacy and user reputation by formalizing a
new zero-knowledge protocol for statements of blockchain reputation.

Privacy-Preserving Ledger

With the rise of privacy coins such as Zerocash [7] and Monero [2], it is increasingly clear that
users are opposed to having their transaction history be linked to their public identity [1]. Con-
cerned with the privacy of their digital transactions, users are averse to having their interactions
be publicly observable to all others on the network.

Our first attempt to conduct anonymous transactions in ZUZ is as follows. Simply put, a user
takes a new pseudonym and defines a new ZUZ specification under it. Then, we claim that any
instances that they mint from this scrip constitutes anonymous payment [13]. Since neither the
scrip nor the pseudonym have any history associated with them, the transaction is completely
anonymous. However, for the same reason, other users on the network have little to no incentive
to accept these funds in a transaction.

Without a way for users to spend their existing funds privately, ZUZ is rendered unusable. In
chapters 3 and 4, we design privacy-preserving ledgers for ZUZ in both the UTXO- and account-
based models, and implement them on top of ZCash and Ethereum, respectively.

Efficient ZKP for Reputation

We formalize statements of blockchain reputation with respect to an application-specific scoring
function. In particular, we incrementally verifiable computation [17] to prove statements of
blockchain reputation with respect to a monotonic scoring function in zero knowledge. We claim
that this construction is sufficient for token owners in the ZUZ system to use in order to prove
the reputation of their tokens to other users.

As new transactions are added to the blockchain, a user’s statement of reputation grows
“outdated." A strawman attempt to update statements of blockchain reputation requires the token
owner to re-compute their reputation scoring function over all transactions on the blockchain.
Our work allows users to efficiently update the zero-knowledge proofs for their statements of
reputation using a single-step function for each additional block that is added to the chain.

In chapter 5, we provide a formal construction for statements of blockchain reputation with
respect to a monotonic scoring function, and illustrate a variety of future applications for this
primitive.
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Chapter 2

Related Work

In permissionless networks such as Bitcoin, Ethereum, and Zerocash, new coins are created and
awarded to miners when they process transactions and successfully add them to the ledger. On
these networks, the creation of new money is not under the control of any individual role.

On the other hand, in permissioned networks, new coins are created by an issuer, who is
usually the central bank. Sometimes, the role is distributed, such that a group of nodes must
come to a consensus about issuing new coins. There is a separate role for validators, who are
individuals that add transactions to the ledger. Validators may be appointed by another entity
on the network, or may have incentives to work, such as transaction fees. Sometimes, these
networks will have a single entity, which may or may not be distributed, perform both the roles
of issuer and validator.

Out of these two settings, the ZUZ system most closely resembles a permissioned network,
with a few distinctions. The first being that instead of having a single issuer authority, there
are several authorities for different ZUZ. The other difference is that these issuers are allowed
to participate in transfers on the network. As such, on the ZUZ network, it is important that
validators are distinct from ZUZ issuers.

Since prior work in permissioned systems only considers the case where there are designated
issuers, there is no prior work that meets the first condition. As a result, we survey permissioned
networks which meet the second condition, by having distinct roles for issuers and validators,
in order to evaluate if they may be extensible as ZUZ networks. In particular, we consider re-
lated works in permissioned networks that provide user- or transaction-level privacy guarantees.
Although no prior work addresses the notion of reputation as defined in this thesis, we consider
privacy-preserving permissioned networks with the related objective of auditability.

In a decentralized anonymous payment system, there is no protection against money launder-
ing or other financial crimes. In order to prevent abuse of these systems, there has been significant
work into how to ensure regulatory compliance to a group of designated auditors. Some exam-
ples of these transaction policies are enforcing tax payments, deposit limits, and verifiable coin
tracing, all while protecting the privacy of each transaction.

Androulaki et al. [3] proposes a privacy-preserving payment system where each user has
a distinct auditor who can decrypt all of their transactions. The system has different roles for
issuers and validators, or “certifiers," which means that may be extensible. The system’s ledger
is a decentralized data store from which any party can read and to which privileged parties, such
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as issuers and certifiers, can write. In particular, issuers and certifiers write all issue and transfer
transactions, respectively, onto the ledger. When a user wants to transfer a token, they must
request the certifier for a certificate that allows them to complete the transfer.

The role of the certifier is necessary due to the token-based nature of this system. The validity
of the token is determined by its corresponding signature by the certifier. This gives the certifier
the ability to link transfer transactions to a user based on certification requests. The centralization
and leakage of privacy that come with the role of the certifier may be undesirable for a ZUZ
system.

Barki-Gouget [5] propose a design for a central bank digital currency (CBDC) where a
revocation authority outside of the network has the power to decrypt any transaction that is
requested of it. Any user on the system can post transactions to the decentralized ledger, and
all transactions are traceable. This means that the system achieves psuedonymity for its users,
which can only be revoked by the revocation authority. In general, a pseudonymous system like
this one is not ideal for a ZUZ system since users no longer have the option to choose whether
an individual transaction will be public or private.

PRCash [25] allows users to spend anonymously up to a certain limit every epoch. The
transaction design is based on the fully private currency MimbleWimble. There are distinct
roles for issuers and validators on the network, which makes it extensible as a ZUZ system. In
comparison to the previous two works, this system has the least centralization and allows users
to make individual transactions public or private. However, transactions do require two steps,
first from receiver to sender and then from sender to validator, and the expenditures of users are
psuedonymous to the validators.

There are many other works in this field, which are not immediately extensible as ZUZ new-
torks, which we briefly mention here. Garman et. al [15] was the first work to address auditabil-
ity in a decentralized anonymous payment system is an extension of the privacy-preserving ver-
sion of Bitcoin, Zerocash. In section 2 we demonstrate how to extend the Zerocash system as a
ZUZ network and provide a preliminary implementation as well.

ZKLedger [18] is the first work which consider the general auditor case but suffers from scal-
ability issues since it updates the balance of every account for each transaction on the network.
MiniLedger [10] attempts to improve upon these scalability issues by pruning transactions. PGC
[11] proposes the first decentralized confidential payment system with auditability, using a vari-
ant of ElGamal encryption to conceal transaction values and efficiently prove transaction policies
over these encrypted values in zero-knowledge.
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Chapter 3

UTXO-Based Ledger

3.1 Background and Motivation

The first digital currency to gain widespread adoption operates, Bitcoin, operates under the coin-
based model. Under this model, each coin is attached to a unique Bitcoin address, or psuedonym.
Although Bitcoins users may transact under different psuedonyms to increase their privacy, prior
work has shown that it is possible to de-anonymize the transaction graph by just using infor-
mation from these pseudonymous transactions, such as the network structure and the value and
dates of transactions [4], [20], [21]. As a result, Bitcoins fails to offer any meaningful level of
privacy to its users.

Zerocash [7] is a privacy-preserving version of Bitcoin. Zerocash allows users to use their
Bitcoin to make transactions that conceal the origin, destination, and value of their payments.
In particular, users mint “shielded" currency from the basecoin or “transparent" currency of the
Bitcoin protocol. Then, users can spend their shielded currency anonymously, using the “pour"
operation which allows shielded coins to be split, joined with other shielded coin, or optionally,
converted back to basecoin. Each shielded transaction uses zk-SNARKs [6] to prove validity and
correctness in zero-knowledge.

Shielded coins are represented as commitments and are added to the Merkle tree that rep-
resents the global state of all coins in the system. When a user wants to spend their shielded
funds, they demonstrate their knowledge of the opening to their coin commitment using a zk-
SNARK and compute a unique serial number from the opening that prevents double-spending
of that coin in the future. Although zk-SNARKs can be used to efficiently prove and verify
shielded transactions, one caveat is that these proofs rely on a trusted setup, or more specifically,
an honestly-generated common reference string. Nevertheless, in practice, this assumption has
not led to any known attacks on their system [24].

Our first attempt to design a privacy-preserving extension of the ZUZ protocol, then, is to
model the system as an extension of the most widely-adopted fully anonymous payment system,
Zerocash. In order to do this, we must first implement the ZUZ protocol in the coin-based model.
Unlike Bitcoin, ZUZ does not have a basecoin, or native coin, by default. ZUZ specifications are
user-defined and only the ZUZ specification’s owner decide to mint more instances of it. As a
result, there is no one specification that can be used to substitute coinbase. In our proof of concept
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implementation, we do not change the existing Bitcoin infrastructure for miner compensaton
and do not implement any type of ZUZ-specific block rewards or transaction fees, leaving this
decision up to future work.

3.2 Interface

We extend the ZCash RPC client to include the following functions.

1. Define : (title, [interest], [maturity], [buyback], fee)→ specOutput

This function defines a new ZUZ specification using the given input and assigns ownership
of this specification to the transaction fee payer. The owner of the ZUZ specification can
spend the output from this transaction to mint instances of their specification.

• Inputs:

title: Name of the ZUZ specification
[interest]: List of interest objects that specify an interest rate and a time period
during which the rate is applied
[maturity]: List of maturities that specify an object (e.g. goods and services, fiat,
other ZUZ specifications) that instances of this specification can be exchanged
for after a certain date
[buyback]: List of buyback options, or objects that the owner can use to buy back
all instances of their ZUZ specification
fee: Expenditure of an unspent transaction output as defined by the following
values

− hash: Hash of a previous transaction
− index: Index of output in the array of the referenced transaction
− amount: Desired amount to spend from the transaction output uniquely iden-

tified by txID and out
− scriptPubKey: Spending script which encodes a hash of the transaction out-

put owner’s public key
• Outputs:

specOutput: Spendable ouptut that contains the following values

− specId: Unique ID for the ZUZ specification
− specOwner: Hash of the fee payer’s public key, as encoded in the fee’s script-

PubKey
− specAmount: Total number of instances created
− specDetails: Includes details of ZUZ specification provided as input, such as

title, [interest], [maturity], and [buyback]

2. Mint : (specOutput,amount, fee)→ (specOutput, instance)

This function allows the owner of a ZUZ specification to mint new instances of it by
spending the output of define ZUZ or a previous mint ZUZ transaction. By spending
this output, the initiator of the transaction proves ownership over the specification. Each
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mint transaction creates a new spendable output for the owner to spend on future mint
transactions and transfers the specified amount of new ZUZ instances to the owner of the
ZUZ specification.

• Inputs:

specOutput: Reference to an unspent transaction output (see Define)
amount: The amount of instances to mint
fee: Reference to an unspent transaction output (see Define)

• Outputs:

specOutput: Spendable output where the specAmount has been incremented by
amount
instance: Spendable output that contains the following values

− specId: Unique ID of the specOutput
− owner: Public key of the owner of the specOutput
− amount: Numerical value given by the input amount

3. Transfer : ([instances], [(recipient,amount)], fee)→ [instances]

This function allows any user to transfer their ZUZ instances to other users by spending
their existing transfer outputs and creating new transfer outputs of equal or lesser value
for their recipients. Note that all transfer instances spent and created by this transaction
correspond to the same ZUZ specification.

• Inputs:

[instances]: List of unspent ZUZ instances (see Mint)
[(recipient, amount)]: List of the public keys of desired recipients and the amount
of the ZUZ instance to transfer to each recipient
fee: Reference to an unspent transaction output (see Define)

• Outputs:

[instances]: List of spendable ZUZ instances, where each instance corresponds
to an entry (recipient, amount, specId) of the input array

− specId: Unique ID given by specId
− owner: Public key given by recipient
− amount: Numerical value given by the input amount

4. Shield : ([instances], fee)→ [shielded]

This function allows a user to shield a list of their ZUZ instances, or convert them into
private funds. Note that all instances spent and created by this transaction correspond to a
single ZUZ specification, which is a publicly known value of this transaction.

• Inputs:

[instances]: List of unspent ZUZ instances (see Transfer)
fee: Reference to an unspent transaction output (see Define)

• Outputs:
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[shielded]: List of shielded ZUZ instances that contain the following values

− specId: Unique ID given by specId
− s: Randomly sampled commitment trapdoor
− k: Commitment to the owner of the shielded coin

k = COMMr(pubKey||ρ)

for some randomly sampled commitment trapdoor r and randomly sampled
pseudorandom function seed ρ

− v: Monetary value of the shielded coin
− cm: Commitment to the value v of the shielded currency and owner pubKey

of the coin
cm= COMMs(v||k)

5. Pour : ([shielded], [(recipient,amount)],πPour)→ ([shielded], [instances])

This function allows a user to spend a list of private ZUZ instances corresponding to the
same ZUZ specification and optionally convert their private funds back into public ZUZ
instances. Since all of the inputs to the transaction have concealed values, the user must
prove the correctness of their transaction in zero-knowledge. Note that the ZUZ specifica-
tion is still a public parameter of all transaction outputs, public or private.

• Inputs:

[shielded]: List of information needed to anonymously spend shielded coins

− rtspecId: Merkle root of all shielded coin commitments pertaining to the ZUZ
specification with the unique ID specId

− snoldi : Serial number of an unspent coin, or the output of the psuedorandom
function with the key pubkey, corresponding to the owner of coin, and the
randomly sampled seed ρold

i

snold
i = PRFpubKey(ρ

old
i )

[(recipient, amount)]: List of transfer outputs (see Transfer)
πPour: Zero-knowledge proof of the user’s ownership of the inputted funds and
the preservation of balance between the inputted and outputted funds

• Outputs:

[shielded]: List of shielded ZUZ instances (see Shield)

[instances]: List of public ZUZ instances (see Transfer)

3.3 Implementation

We implement the above interface by defining a new spending script that can be used to trade
ZUZ instances, instead of Bitcoins. We also consider how to interpret these custom spending
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scripts as shielded coins, so that anonymous transfers can happen over any given ZUZ speci-
fication. In this proof of concept implementation, we interpret the specId encoded in the ZUZ
spending script and encode its value into the publicly accessible memo field of shielded coins.

1. DefineTx : (title, [interest], [maturity], [buyback], fee))→ specOutput

We implement DefineTx as the following Bitcoin transaction using the given inputs, where
fee = (hash, index, amount, scriptPubKey).

• Input: Corresponds to the transaction fee

hash: Hash of a previous transaction
index: Index of the output in the array of the referenced transaction
scriptLength: Length of the scriptPubKey in bytes
scriptSig: List of information needed to spend the output, which includes the fee
payer’s public key and the fee payer’s signature over a modified version of the
transaction

• Output: Corresponds to the specOutput

value: The total number of instances minted of this ZUZ specification, which at
the time of creation is 0. This value will increment as this output is spent by the
owner of the specification to mint new ZUZ instances.
scriptPubKey: A custom Bitcoin script which encodes the ownership of the out-
put and the ZUZ spec it corresponds to: OP_DUP OP_HASH160 <pubKeyHash>
OP_EQUALVERIFY OP_CHECKSIGVERIFY <specId> OP_EQUAL

2. MintTx : (specOutput,amount, fee)→ (specOutput, instance)

First, we validate that the specOutput provided as input to MintTx is indeed the output of
DefineTx or a previous MintTx. In order to do this, we search the transaction mempool
for the transaction corresponding provided hash value. Then, we inspect the structure of
the transaction and the value of output at index in order to determine if this is a spendable
output for a mint transaction.
If the structure of the transaction corresponds to a DefineTx, by taking no input with a
ZUZ script and returning one output with a ZUZ script, and the index corresponds to the
one output with a ZUZ script, then we have a valid spendable input. If the structure of the
transaction corresponds to a MintTx, by taking one input with a ZUZ script and returning
one or two outputs with a ZUZ script that exceed the input value, and the index corresponds
to the ZUZ output with greater value, then we also have a valid spendable input.
We implement MintTx as the following Bitcoin transaction using the given inputs as fol-
lows.

• Inputs:

Inputs corresponding to a ZUZ instance where each have the following values

− hash: Hash of a MintTx transaction or previous TransferTx transaction
− index: Index of the the ZUZ instance in the array of the referenced transac-

tion
− scriptLength: Length of the scriptPubKey in bytes
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− scriptSig: List of information needed to spend the output, which includes the
fee payer’s public key, the fee payer’s signature over a modified version of
the transaction, and the specId

Input corresponding to the transaction fee (see DefineTx)
• Outputs:

Output corresponding to the specOutput (see DefineTx) where the value is incre-
mented by amount

Output corresponding to a new ZUZ instance

− value: Numerical value given by the input amount
− scriptPubKey: Assigns the ownership of the new ZUZ instances to the spec-

ification’s owner using the custom ZUZ script introduced in DefineTx

3. TransferTx : ([instances], [(recipient,amount)], fee)→ [instances]

First, we validate that the specOutput provided as input to Transfer is indeed the output of
MintTx or a previous TransferTx. In order to do this, we search the transaction mempool
for the transaction corresponding provided hash value. Then, we inspect the structure of
the transaction and the value of output at index in order to determine if this is a spendable
output for a transfer transaction.
If the structure of the transaction corresponds to a MintTx, by taking one input with a ZUZ
script and returning one output with a ZUZ script that exceeds the input value, and the
index corresponds to the ZUZ output with lesser value, then we have a valid spendable
input. If the structure of the transaction corresponds to a TransferTx, by having outputs
with ZUZ scripts that are less than or equal in value to the inputs with ZUZ scripts, then
we also have a valid spendable input.
We implement TransferTx as the following Bitcoin transaction using the given inputs as
follows.

• Inputs:

Input corresponding to the specOutput

− hash: Hash of a DefineTx transaction or previous MintTx transaction
− index: Index of the specOutput in the array of the referenced transaction
− scriptLength: Length of the scriptPubKey in bytes
− scriptSig: List of information needed to spend the output, which includes the

fee payer’s public key, the fee payer’s signature over a modified version of
the transaction, and the specId

Input corresponding to the transaction fee (see DefineTx)
• Outputs:

Outputs corresponding to new ZUZ instances corresponding to each tuple (re-
cipient, amount)

− value: Numerical value given by the input amount
− scriptPubKey: Assigns the ownership of the instances to recipient using the

custom ZUZ script introduced in DefineTx
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ZUZ Txn Time (ms) Size (B)
Define 201 67
Mint 214 256

Table 3.1: Transaction times and sizes of ZUZ operations

4. ShieldTx : ([instances], fee)→ [shielded]

We implement ShieldTx as the following Zerocash transaction by encoding the specId
shared by all inputted ZUZ instances in the memo field, which is publicly visible transac-
tion data. For further details on Zerocash’s implementation of shielding transparent funds,
we direct readers to their whitepaper [7].

5. PourTx : ([shielded], [(recipient,amount)],πPour)→ ([shielded], [instances])

We implement PourTx as the following Zerocash transaction by encoding the specId shared
by all outputted ZUZ instances in the memo field, which is publicly visible transaction
data. For further details on Zerocash’s implementation of the pour operation, we direct
readers to their whitepaper [7].

3.4 Evaluation

Our preliminary implementation of the above privacy-privacy ZUZ protocol in the UTXO-based
model is written in C++ as an extension of the ZCash repository. In our implementation, we
define a custom scriptPubKey, or Bitcoin spending script, to represent the spending of distinct
specifications. We evaluate the performance of this custom spending script by measuring the
transaction times and sizes of new ZUZ operations, such as defining a ZUZ specification and
minting new ZUZ instances in Table 3.1. We also compare the transaction times and output
spending script sizes for the transfer ZUZ operation to raw Bitcoin transactions, specifically the
combined time of createrawtransaction, signrawtransaction, and sendrawtransaction,
in Table 3.2.

Since the number of inputs and outputs of a transfer operation is variable, in Table 3.2, we
have recorded the difference in the size of a single output, which differs in the number of oper-
ations in it spending script. In particular, since a ZUZ spending script encodes the unique ID of
the specification it corresponds to, the size of script is dependent on the size of this field. The
difference in transaction times listed in 3.2 compares baseline transaction times for transferring
BTC and ZUZ for a payment with a single spendable input with a single intended recipient.

Transaction times for the define, mint, and transfer ZUZ operations are higher than baseline
transaction times for BTC operations due to the definition of the registration and transfer outputs.
In order to determine if an input to a mint transaction is the registration output produced by
a previous define or mint transaction, the mempool has to be searched to find the transaction
corresponding to each input. Similarly, in order to determine if an input to a transfer transaction
is a transfer output produced by a previous mint or transfer transaction, the mempool has to be
searched to find the transaction corresponding to each input.
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Txn BTC ZUZ
Baseline transaction time (ms) 128 196
Size of script public key (B) 25 27 + ⌈log16(specId)⌉

Table 3.2: Comparison of baseline transfer operations for BTC and ZUZ

Note that since we encode the spending of distinct specifications in the memo field of shielded
outputs, the performance of our private transactions is identical to ZCash.
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Chapter 4

Account-Based Ledger

We improve upon our privacy-preserving UTXO-based protocol with a more concise represen-
tation of public and private user funds in the account-based model. We design and implement
single-step destination- and value-anonymous transfers for a privacy-preserving smart contract,
which represents the ledger state more compactly. Additionally, we consider how multi-step
protocols may enhance the privacy guarantees of our smart contract.

4.1 Background and Motivation

In Bitcoin, full nodes can form a concise representation of the blockchain by maintaining a set
of all addresses with a nonnegative balance, or a UTXO set [14]. Indeed, full nodes use this
representation to efficiently check for double spending, simply by checking if the given input
to a transaction appears in this set or not. Note that when a transfer occurs, the size of this set
stays the same; the address of the sender is removed from the UTXO set and the address of the
recipient is added to the set.

However, under Zerocash, this concise representation breaks down, since addresses are only
added to the UTXO set but are never removed. The size of the UTXO set is monotonically
increasing, which has averse implications for the scalability of smart contract implementation of
ZCash, ZETH [22]. The mixer contract maintains a deep Merkle tree, and where the entire set of
leaves, along with all the corresponding serial numbers, needs to be kept in storage in perpetuity.

One notable decentralized confidential payment smart contract which maintain a concise
representation of ledger state is Zether [8]. Each user’s private account is represented by a single
account balance, which is homomorphically encrypted, and a list of pending transfer amounts
that is rolled over to user accounts at the start of each epoch.

The reason that Zether maintains a table of pending transfers is to prevent front-running
attacks. This attack refers to the race condition where the ledger state changes between the
time a client sends the transaction and a validator processes the transaction. This could happen
because transactions within a block can be processed in any order.

For instance, suppose Alice wishes to privately send funds to Bob at the same time that
Charlie wishes to privately send funds to Alice. If Charlie’s transaction gets processed before
Alice’s, then Alice’s private balance will be different than the state under which Alice formed
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her transaction. For any system that guarantees anonymity over value, private balances should be
computationally indistinguishable from each other, and it would not be desirable to leak partial
ordering over the encrypted data.

In our design, we address this situation by allowing for flexibility between the account-based
and the UTXO-based representation of wallets. We allow commitments from different private
transfers to be appended to a user’s wallet. For instance, in the previous example with Alice’s
transaction and Charlie’s transaction, Alice’s transaction can still be efficiently validated using
the set of commitments she provided in her transaction, even if Charlie’s commitment got added
to her account before her transaction was processed, assuming that these are destination-and
value-anonymous transfers.

In contrast to ZETH, we only allowing users to perform join operations over their sets of
private wallet commitments, instead of both join and split operations. Whereas the flexibility
with UTXO-like representation of private balances allows for handling concurrency issues, the
join operation returns an account back to its concise representation, ensuring better scalability of
the smart contract.

4.2 Interface

Let the smart contract ZUZ maintain a table Wallet that maps user account public keys to their
ZUZ wallet and a table Spec that maps the unique ID of a ZUZ specification to the details of
the specification, such as the public key of the owner, the title, interest rate, maturity dates, and
buyback options.

Let a user’s ZUZ wallet be represented by a table mapping ZUZ specification public keys
to a tuple of balances (bpub,bpriv) where bpub is a single numerical value representing the total
amount of the public ZUZ instances and bpriv is a list of commitments representing the private
ZUZ instances.

We define the smart contract interface as follows.

1. Define : (title, [interest], [maturity], [buyback], fee)→ specId

This function defines a new ZUZ specification using the given input and assigns ownership
of this specification to signer of the transaction. The owner of the ZUZ specification must
use the same address to sign transactions to mint instances of their specification.

• Inputs:

title: Name of the ZUZ specification
[interest]: List of interest objects that specify an interest rate and a time period
during which the rate is applied
[maturity]: List of maturities that specify an object (e.g. goods and services, fiat,
other ZUZ specifications) that instances of this specification can be exchanged
for after a certain date
[buyback]: List of buyback options, or objects that the owner can use to buy back
all instances of their ZUZ specification
fee: Gas cost of transaction, as defined by the following transaction values
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− gasLimit: Upper limit on the computational resources that the transaction
can consume

− maxFeePerGas: Maximum fee that the user is willing to pay per unit of gas
consumed by the transaction

− maxPriorityFeePerGas: Maximum tip that the user is willing to pay to the
validator per unit of gas consumed by the transaction

• Output: specId, or the public key that indexes into the account of this ZUZ specifica-
tion in the table Spec

2. Mint : (specId,amount, fee)→{0,1}
This function creates new ZUZ instances using the given input. The mint transaction is
validated by ensuring that the transaction was signed using the ZUZ specification owner’s
address. If this is the case, then the sender’s account balance for the given specId is incre-
ment by the requested amount.

• Inputs:

specId: Public key for a ZUZ specification
amount: The amount of instances to mint
fee: Gas cost (see Define)

• Output: Success or failure of the transaction

3. Fund : (specId, [(pk,cmrecv,Encpk(b,ω))],vpub, [cm
send],cmsend

final ,πFund)→{0,1}
This function allows users to convert public funds to private funds, or vice versa, or a make
a private transfer. If the smart contract is able to validate the inputs against the state of the
sender’s wallet and verify the zero-knowledge proof, then it will update the sender’s wallet,
replacing the commitments [cmsend] with the commitment cmsend

final , and it will append the
transfer commitments cmrecv to each of the recipient’s respective accounts.

• Inputs:

specId: Public key for a ZUZ specification
[pk,cmrecv,Encpk(b,ω)]: A list of recipients and the respective values to transfer
to each of them, including

− pk: The public key of the recipient
− cmrecv: A committed value of the amount to transfer the given recipient
− Encpk(b,ω): A ciphertext which encrypts the commitment openings under

the public key of the recipient
vpub: The numerical amount representing the change in the sender’s public bal-
ance for specId
[cmsend]: A list of the sender’s wallet commitments which correspond to the
sender’s private balance for specId
cmsend

final : The sender’s update private wallet commitment, appended to specId after
the transaction
πFund: ZKP that demonstrates the correctness of the transaction

• Output: Success or failure of the transaction
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4.3 Implementation

We show how the above interface for the Fund transaction can be used in the following ab-
stract implementation. Specifically, we show how to use this interface to implement conversions
between public and private ZUZ instances as well as make destination- and value-anonymous
transfers.

1. ShieldTx(specId,vpub,cm
send
final ,πSHIELD)→{0,1}

We implement the transaction for converting public to private funds given the following
parameters:

• Inputs:

specId: Public key for a ZUZ specification
vpub: The numerical amount representing the change in the sender’s public bal-
ance for specId
cmsend

final : The sender’s update private wallet commitment, appended to specId after
the transaction
πShield: ZKP that demonstrates the correctness of the conversion

• Output: Success or failure of the transaction

In particular, the statement πShield asserts that the new commitment cmsend
final is opened by

the tuple (bfinal,ωfinal) such that the sender’s balance is preserved, or 0≤ bfinal ≤ |vpub|.
The smart contract validates the inputs to ShieldTx by checking that the updated value of
the sender’s public balance on the smart contract boldpub+ vpub is non-negative. The smart
contract also verifies πShield. If both of these checks pass, then the value of the sender’s
public balance for spec is updated to boldpub+ vpub and the commitment cmsend

final is added to
the sender’s private balance for specId.

2. RevealTx(specId,vpub, [cm
send],cmsend

final ,πShield)→{0,1}
We implement the transaction for converting private to public funds given the following
parameters:

• Inputs:

specId: Public key for a ZUZ specification
vpub: The numerical amount representing the change in the sender’s public bal-
ance for specId
[cmsend]: A list of the sender’s wallet commitments which correspond to the
sender’s private balance for specId
cmsend

final : The sender’s update private wallet commitment, appended to specId after
the transaction
πReveal: ZKP that demonstrates the correctness of the conversion

• Output: Success or failure of the transaction

In particular, the statement πREVEAL asserts that the new commitment cmsend
final is opened

by the tuple (bfinal,ωfinal) such that the sender’s balance is preserved, or bfinal ≥ 0 and
bfinal+bnewpub = boldpub+Σ jb

send
j where bsendj ≥ 0 and (bsendj ,ωsend

j ) open the sender’s wallet
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commitments cmsend
j , ∀ j.

The smart contract validates the inputs to RevealTx by checking that
• the updated value of the sender’s public balance on the smart contract boldpub+ vpub is

non-negative
• the list of the sender’s wallet commitments {cmsend

j }∀ j is a subset of the state of the
sender’s wallet.

Note that the last condition suffices since we enforce that each wallet commitment shields
a non-negative value. Furthermore, this makes each operation resilient to front-running
attacks, since concurrent transactions can only increase the user’s balance.
The smart contract also verifies πREVEAL. If both of these checks pass, then the value
of the sender’s public balance for spec is updated to boldpub+ vpub and the sender’s wallet
commitments {cmsend

j }∀ j are removed and the new commitment cmsend
final is added to the

sender’s private balance for spec.

3. TransferTx(specId, [(pk,cmrecv,Encpk(b,ω))],vpub, [cm
send],cmsend

final ,πTransfer)→{0,1}
We implement the transaction for transferring a confidential amount from a publicly known
sender to an anonymous recipient in a ring, given the following parameters

• Inputs:

specId: Public key for a ZUZ specification
[pk,cmrecv,Encpk(b,ω)]: A list of recipients and the respective values to transfer
to each of them, including

− pk: The public key of the recipient
− cmrecv: A committed value of the amount to transfer the given recipient
− Encpk(b,ω): A ciphertext which encrypts the commitment openings under

the public key of the recipient
vpub: The numerical amount representing the change in the sender’s public bal-
ance for specId
[cmsend]: A list of the sender’s wallet commitments which correspond to the
sender’s private balance for specId
cmsend

final : The sender’s update private wallet commitment, appended to specId after
the transaction
πFund: ZKP that demonstrates the correctness of the transaction

• Output: Success or failure of the transaction

In particular, the statement πTRANSFER asserts the sender has enough funds to complete
this transfer, or that boldpub+Σjb

send
j = bnewpub +bsendfinal +Σib

recv
i where

• brecvi ≥ 0, (brecvi ,ω recv
i ) opens cmrecv

i , ∀i,
• bsendj ≥ 0, (bsendj ,ωsend

j ) opens cmsend
j , ∀ j, and

• bsendfinal ≥ 0, (bsendfinal ,ω
send
final ) opens cmsend

final

The smart contract validates the inputs to TransferTx by checking that
• the updated value of the sender’s public balance on the smart contract boldpub+ vpub is
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ZKP circuit Parameters Time Complexity
Transfer (one-step) w sender balances O(r+w)

r recipient balances

Table 4.1: Time complexity of destination- and value-anonymous transfer

Figure 4.1: Destination- and value-anonymous transfer times

non-negative
• the list of the sender’s wallet commitments {cmsend

j }∀ j is a subset of the state of the
sender’s wallet.

The smart contract also verifies πTransfer. If both of these checks pass, then the value
of the sender’s public balance for spec is updated to boldpub+ vpub and the sender’s wallet
commitments {cmsend

j }∀ j are removed and the new commitment cmsend
final is added to the

sender’s private balance for spec. Furthermore, each commitment cmrecv
i is added to the

wallet of the recipient with the public key pki.

4.4 Preliminary Results

Our preliminary implementation of the above privacy-preserving ZUZ protocol in the account-
based model is written in Solidity as a collection of Ethereum smart contracts. In our implemen-
tation, we use the ZoKrates library to model client-side offline proof generation and to generate
smart contracts for proof verification. We encode the circuits πSHIELD,πREVEAL and πTRANSFER

in ZoKrates’ high-level domain-specific language and use their JavaScript bindings to write a
client-side module for offline proof generation and transaction creation.

We note that this is a proof-of-concept implementation and that these results are only prelim-

Figure 4.2: Comparison of gas costs for privacy-preserving payment smart contracts
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Figure 4.3: One-step transfer with destination-and value-anonymity

inary. As such, some details have been omitted from the implementation, such as the generation
of random ωi in the commitment schemes. Furthermore, when implementing the circuits using
this library, we ran into limitations with the sizes of the circuits that could be generated. In future
iterations of our design, we intend to use a lower-level zero-knowledge proof system and conduct
more extensive testing.

As shown in Figure 4.1, the transaction time for a single-step destination-and value-anonymous
transfer scales linearly in the size of the anonymity set, or the number of recipients specified in
the transfer. The graph measures the transfer time where the sender’s wallet is fixed at a size of
w = 2 commitments, and the number of recipients specified in the transfer scales from r = 2 to
r = 10. Transaction times are dominated by the offline computation, specifically proof genera-
tion, where online computation, or proof verification by the smart contract, remain constant.

Furthermore, in Figure 4.2, we see that gas costs for transfers are significantly lower than
comparable privacy-preserving smart contract payment schemes [9], due to the fact that client-
side computation outweighs smart contract computation in our scheme.

4.5 Privacy Guarantees

4.5.1 Destination-and Value-Anonymous Transfer

First, we informally argue about the privacy guarantees of the existing design. Our destination-
and value-anonymous transfer as shown in figure 4.3 achieves plausible deniability since the
intended recipient of the transfer is unknown.

Intuitively, our design supports k-anonymity in its destination anonymity, where k is the
number of recipients specified in any given transfer. We share a similar design to Anonymous
Zether, where anonymity is limited to a ring of k specified recipients [12]. However, our designs
make different trade-offs. Whereas Anonymous Zether supports a single k-anonymous transfer
per epoch over origin, destination, and value, our design can support an arbitrary number of
destination-and value-anonymous transfers per epoch.

Our design upholds the same property that forms the basis of the privacy in the smart con-
tract ZETH, which guarantees destination-and value-anonymity transfers over arbitrary denomi-
nations using a mixer contract [23]. ZETH relies on the fact that the individual coins generated
by each transaction cannot be traced. Similarly, in our design, users can combine the wallet
commitments representing arbitrary denominations from different transfers, thereby obfuscating
the flow of a specific commitment between sender and recipient.
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Figure 4.4: Two-step transfer with “pay for privacy"

The main difference in the privacy analysis between ZETH’s design and ours is that the
sender of a ZETH transaction is hidden among the set of all previous users of the mixer contract,
whereas in our scheme, the sender is hidden among the set of all previous users that have privately
sent funds to the recipient.

4.5.2 “Pay for Privacy"

Under the model presented thus far, there arises a discrepancy in incentives when it comes to
paying for privacy. In particular, the sender of a transaction must fund the gas cost for private
transfer, where the cost increases proportional to the size of the anonymity ring. Thus, the sender
pays for the level of privacy that the recipient receives.

We address the mismatch in incentives in a destination- and value-anonymous transfer by
presenting a "pay for privacy" scheme as shown in figure 4.4, which extends the transfer protocol
to allow a recipient to anonymously put in a request for a private transfer with some compensation
to cover its cost.

Note that compensation must be in the form of a ZUZ instance, and not directly the ETH used
to pay for gas, since that would link two Ethereum accounts interacting with this smart contract.
Furthermore, we assume that each anonymous transaction is initiated from a distinct Ethereum
account, which has no prior spending history with our smart contract.

Suppose that Bob wants to request Alice for funds. Then, he sends the transaction specifica-
tions to Alice, including the requested ZUZ specification, the list of recipient addresses (includ-
ing Bob’s address), list of commitments corresponding to the amount to privately transfer to each
of the recipients, and list of parameters that unlock each of the transfer commitments encrypted
with Alice’s public key. Note that the sender of the transaction, Alice, is the only person who
will be able to tell who requested funds since she can verify that Bob’s balance is nonzero in the
above list of encrypted parameters.

Bob can also provide some compensation to Alice along with this specification by using the
one-step transfer as a primitive. The only difference is that the zero-knowledge proof will have
an additional constraint to prove knowledge of Bob’s private key, as he is signing the transaction
request from a different account. Note that Alice is the only entity that can efficiently validate this
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Figure 4.5: Wallet representations in a double-spending attack

zero-knowledge proof, and thereby the transaction request, since she is the only party, including
the smart contract, that can distinguish who the requester of the transaction is.

If Alice successfully validates the transaction, she can complete the request by providing
Bob’s transfer specification to the smart contract and following the one-step transfer protocol.
Upon completing the transfer specification, the smart contract will transfer the associated com-
pensation to Alice.

Ultimately, the key insight behind this design is to use client-side validation to efficiently hide
the identity of the requester of a transaction, in order to mitigate the issues presented in the prior
section with smart contract validation. Note, however, that Alice, or the sender of the transfer, is
still a publicly known parameter.

4.5.3 Origin-Anonymous Transfer

Our first attempt to make an origin-anonymous transfer is to include the sender in the list of
recipients of the transaction. Note that in order for the sender to remain anonymous in this ring
of recipients, they must send this transaction from an account that is distinct from any of the
recipients in the transaction. The sender transfers themselves a negative private balance such that
the sum over all the transfer balances, positive and negative, equals zero.

The sender must also prove that they have sufficient funds to make this transfer. More specif-
ically, the sender must prove that the sum over all their private balances, including the negative
transfer balance, is nonnegative. However, in order to preserve anonymity of the origin under
this model, the zero-knowledge proof doesn’t just take in the sender’s wallet commitments as
input but rather all the recipients’ wallet commitments.
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As stated in the specification, the smart contract must validate that the inputs to the zero-
knowledge proof are consistent with the ledger state in order to prevent double-spending attacks.
As shown in Figure 4.5, if Alice has two private balances in her wallet, which correspond to the
values +5 and −2, but she proves in zero-knowledge that she has sufficient funds only over the
first commitment, she may be able to spend funds that she does not have. Thus, the smart contract
must validate that all the sender’s wallet commmitments used as input to the zero-knowledge
proof are consistent with the ledger state.

In our origin-anonymous protocol, the zero-knowledge proof takes the wallet commitments
of all the members of the ring as input. By definition of an origin-anonymous transfer, the
smart contract should not be able to distinguish between the sender’s wallet commitments and
the recipients’ wallet commitments. Thus, the smart contract needs to validate that all wallet
commitments of both the sender and the recipient are consistent with the state of the ledger when
it processes the transaction.

This presents a problem since recipients may be involved in other transfers at the same time,
which means that the state of their wallet commitments could change between the time the sender
constructs the zero-knowledge proof and the time that the transaction is processed.

Figure 4.6: Three-step transfer with origin anonymity

Instead, building off of the prior scheme, we can use client-side validation by both parties in
order to conceal the origin on the transfer, as shown in Figure 4.6.

First, Alice sends a transfer specification, similar to a one-step transfer, except that the list
of parameters are all encrypted with Bob’s public key. Thus, only Bob knows the identity of
the sender of the transaction, which means that he is the only party who can efficiently validate
Alice’s transfer.

If Bob successfully validates the transaction, he can provide compensation for the transfer,
similar to what he sends in the first round of the “pay for privacy" scheme. Once again, the list
of parameters are encrypted with Alice’s public key, which menas that she is the only party who
can efficiently validate Bob’s transfer.

Finally, if Alice successfully validates Bob’s transfer, Alice can accept the transaction, at
which point all of the transfer commitments are appended to all the involved members’ wallets.
If Alice or Bob reject the transfer at any step, all pending state in the smart contract is rolled
back.

22



4.6 Summary

The protocols summarized in Figures 4.3, 4.4, and 4.6 offer increasing levels of privacy at the cost
of extended rounds of computation. The one-step transfer primitive offers destination- and value-
anonymity over arbitrary denominations with smart contract validation of the sender’s funds. In
order to have stronger privacy guarantees, the recipient can anonymously specify a ring of users
in a transfer specification, along with compensation for the user who will complete the transfer
request. The recipient will have their compensation validated by the requested sender, and the
sender will have their completion of the transfer validated by the smart contract.

In this way, the recipient is able to pay for their privacy, providing the sender with an explicit
transfer specification and some compensation to cover the cost of a private transfer. Nevertheless,
the sender is still a public parameter throughout the two-step transfer process. By extending the
protocol for a third round and using client-side validation for both the sender and recipient of the
transfer, we can achieve origin-anonymity as well as a “pay for privacy" guarantee.

Note that a caveat of these protocols is that the gas cost of transfers are funded by Ethereum
accounts, which can be linked to their private smart contract identities over repeated interaction
with the smart contract. This means that the “pay for privacy" issue cannot be directly resolved by
exchanging ETH to cover gas fees. Instead, compensation must be in the form of an anonymous
ZUZ payment. In order to achieve the privacy guarantees we described in our design, we assumed
that each anonymous transaction is initiated from a distinct Ethereum account, which has no prior
spending history with our smart contract.
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Chapter 5

Reputation

5.1 Background and Motivation

In the previous sections, we explored two different constructions for a privacy-preserving ZUZ
ledger, in both the UTXO- and account-based models. Recall that in the decentralized token
system ZUZ, individuals can define their own token specifications. Implicitly, when individuals
create their own token specification on the ZUZ system, they are staking their own real-world
reputation, since only the individuals who trust the owner of the token specification in real life
will be willing to trade using the individual’s ZUZ.

However, over time, users that do not know the owner’s real-world reputation may be con-
vinced to accept currency from a particular individual’s token specification by reviewing the
publicly observable interactions over this specification. For instance, a user may begin to accept
a token specification without knowledge of the owner’s real-world reputation simply because
many of the user’s peers accept trades made with this token specification.

Thus, the extent to which a user is able to generate capital on the ZUZ system depends on
the ability of each user to convince others of their token’s reputation. Users are implicitly able to
evaluate the reputation of any token on the network when the system built upon a transparent and
universally accessible ledger. As a result, the ability of the ZUZ system to build the reputation
of token specifications comes into direct conflict with its ability to preserve the privacy of user
transactions.

In this section, we begin to address this conflict beteween privacy and reputation by formal-
izing statements of blockchain reputation for application-specific reputation scoring functions
with respect to a public ledger. We introduce this notion with the goal of eventually constructing
statements which can be used to measure the reputation of token specifications in the privacy-
preserving ledgers described earlier.

The remaining sections demonstrate how we can efficiently prove and verify a user’s repu-
tation with respect to their past transactions on a public ledger. A naive protocol to compute a
“reputation score" over a user’s transaction history requires an individual to compute over the
entire blockchain. In practice, it is infeasible for users to compute this value before interacting
with other parties.

Our protocol uses incrementally verifiable computation to allow users to efficiently prove
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and verify statements about their reputation. In particular, incrementally verifiable computation
allows users to efficiently update their proof of reputation as they perform new transactions. Re-
gardless of the number of updates that the user performs, the resulting proof using this technique
remains constant size, resulting in efficient verification times.

Without the ability to efficiently evaluate the individual transacting with them, smart contracts
and network users are inherently limited in their capability for peer-to-peer interaction. As such,
we also explore a variety of applications of this novel primitive in this section.

5.2 Preliminaries

Definition 1 (Merkle Trees). A merkle tree MT is defined by the following interface:
• MT.insert(rt,e)→ rt′: Inserts element e as a leaf in the Merkle tree rooted at rt and returns

the updated root rt′

• MT.verify(rt,π,e)→ {0,1}: Verifies that the element e is a leaf in the Merkle tree rooted
at rt using the sibling hashes along the path in the tree from the element e to rt

Definition 2 (Blockchain). A blockchain BL is defined as a list of n blocks B1, ...,Bn such that
∀i ∈ [n]

Bi = (hparent,htx,e)

A block contains the hash of its parent block hparent, the Merkle tree root of all transactions
included in that block htx, and an epoch number e.
Definition 3 (Incrementally Verifiable Computation). An incrementally verifiable computation
(IVC) scheme is defined by PPT algorithms (G ,P,V ) and deterministic K , denoting the gen-
erator, the prover, the verifier, and the encoder respectively, with the following interface

• G (1λ )→ pp: On input security parameter λ , samples public parameters pp.
• K (pp,F)→ (pk,vk): On input public parameters pp, and polynomial-time function F,

deterministically produces a prover key pk and a verifier key vk.
• P(pk,(i,z0,zi),ωi,Πi)→Πi+1: On input a prover key pk, a counter i, an initial input z0,

a claimed output after i iterations zi, a non-deterministic advice ωi, and an IVC proof Πi
attesting to zi, produces a new proof Πi+1 attesting to zi+1 = F(zi,ωi).

• V (vk,(i,z0,zi),Πi)→ {0,1}: On input a verifier vk, a counter i, an initial input z0, a
claimed output after i iterations zi, and an IVC proof Πi attesting to zi, outputs 1 if Πi is
accepting, and 0 otherwise.

An IVC scheme (G ,K ,P,V ) satisfies the following requirements.
1. Perfect Completeness: For any PPT adversary A

Pr

V (vk, i,z0,zi+1,Πi+1) = 1

∣∣∣∣∣∣∣∣∣∣∣∣

pp← G (1λ ),
F,(i,z0,zi,Πi),←A (pp),
(pk,vk)←K (pp,F),
zi+1 = F(zi,ωi),
V (vk, i,z0,zi,Πi) = 1,
Πi+1←P(pk,(i,z0,zi),ωi,Πi)

= 1

where F is a polynomial time computable function.
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2. Knowledge Soundness: Consider constant n ∈ N. For all expected polynomial-time ad-
versaries P∗ there exists an expected polynomial-time extractor E such that over all ran-
domness r

Pr


zn = z where
zi+1← F(zi,ωi)
∀i ∈ {0, ...,n−1}

∣∣∣∣∣∣∣∣∣∣
pp← G (1λ ),
F,(z0,zi,Π)←P∗(pp, r),
(pk,vk)←K (pp,F),
V (vk,(n,z0,z),Π) = 1,
(ω0, ...,ωn−1)← E (pp, r)

≈ 1.

3. Succinctness: The size of an IVC proof Π is independent of the number of iterations n.
Definition 4 (Relation for blockchain reputation). Let the relation RBR consist of tuples of struc-
ture, instance, and witness defined as follows

• Input structure is of the form s = f , where f is an application-specific reputation scoring
function

• Instances are of the form x = {hB0
,hBn,addr,r}. An instance x specifies a reputation score

r for the public key addr with respect to the blockchain starting from block B0 and ending
with block Bn, denoted by the hashes hB0

and hBn , respectively.
• Witnesses are of the form w = {(Bi)

n
i=1,(tx j,π j,k j)

m
j=1,auxF} where the transactions in

each block are concisely represented by the Merkle tree root hash, or Bi = (hparent,htx,e).
The witness w includes a list of up to a large constant m transactions tx1, ..., txm such that
∀ j ∈ [m]

tx j = (pksend,pkrecv,amt)

The prover also provides a list of the corresponding proofs of inclusion π j for transaction
tx j. Specifically, π j is the path to the leaf tx j in the Merkle tree rooted at htx for the block
with index k j ∈ [n], or Bk j . We denote any application-specific witnesses for the reputation
scoring function F with auxF .

Suppose the default reputation value r0 is hard-coded. Given an instance x, a witness w is valid
for x under RBR if Algorithm 1 holds.

5.3 Construction

Construction 1 (IVC scheme for monotone blockchain reputation). We instantiate an incremen-
tally verifiable monotone blockchain reputation scheme by constructing the function F described
in Algorithm 2 with respect to a monotone application-specific reputation scoring function frep.

We additionally require that the verifier has access to the blockchain and can verify that hB0

and hBn are indeed valid block hashes that denote an interval of n blocks.
We claim that a statement of monotone blockchain reputation proved under the IVC scheme

under the function F for a monotone application-specific reputation function frep is functionally
equivalent to one that holds under the relation for blockchain reputation presented in Algorithm
1 by the correctness of the IVC scheme.

This construction allows users to begin computing their reputation with respect to some user-
defined starting block, B0, and some application-defined value for reputation, r0. If desired, the
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Algorithm 1: Relation for blockchain reputation
Data: frep,{hB0

,hBn,addr,r},{(Bi)
n
i=1,(tx j,π j,k j)

m
j=1,auxF}

Result: validBlocks and validRep
begin

for i ∈ {1, ...,n} do
validBlocks← Bi+1.hparent = hBi

and validBlocks
end
for j ∈ {1, ...,m} do

validTxn←MT.verify(tx j,π j,Bk j .htx)

if validTxn then
r j+1← frep(r j, tx j,auxF)

end
end
validRep← rm = r;

end

user can obtain the signature of a trusted authority for the particular application that describes
the user’s reputation between the genesis block at B0.

The IVC step function F allows a user to update their existing proof for their reputation from
block Bi to block Bi+1. The user has the ability to include up m transactions from the block as
private witnesses, which will be used to update their reputation. This parameter poses an upper
limit on the amount a user’s reputation can increase per block.

This protocol ensures the validity of the provided transactions by requiring the user to update
their proof contiguously for each block starting from B0. Furthermore, we requires that the hash
of the starting block hB0

and end block hBn , as included in the statement of reputation, correspond
to h(B0.e)) and h(Bn.e)), respectively, in the state of the blockchain.

Algorithm 2: Application-specific IVC function
Data: {hB0

,hBi
,addr,r},{Bi+1,(tx j,π j)

m
j=1,aux f }

Result: (hB0
,H(Bi+1),addr,r′)

begin
validBlock ← Bi+1.hparent = hBi

for j ∈ {1, ...,m} do
validTxn←MT.verify(tx j,π j,Bi+1.htx)
if validBlock and validTxn then

r′← frep(r, tx, aux f )
end

end
return (hB0

,H(Bi+1),addr,r′)
end
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5.4 Applications

5.4.1 Monotonic Functions

Monotonic reputation functions are useful for capturing the quantity, rather than the quality, of
user interactions. They can be used to capture user activity, or the popularity of an item, for
instance, by tracking the frequency of usage. This property makes them useful for measuring the
worth of different tokens on ZUZ and Ethereum.

ZUZ Specifications

We list a few functions that can be used to measure the reputation of a ZUZ specification, out of
many possible metrics, below. The key insight is that by including additional transactions made
using a given ZUZ specification, the reputation of the specification according to each of these
metrics cannot decrease, since they measure the frequency of token usage.
Metric 1 (Number of transactions traded over this spec): Let r0 = 0 and aux f = specId. We
define the reputation function frep in Algorithm 3. A transaction contributes to the total number
of trades if it was made using coins of the given specId.

Algorithm 3: frep for Metric 1
Data: r, tx,specId
Result: r′

begin
r′← r+(tx.specId= specId)
return r′

end

Metric 2 (Amount of money traded over this spec): Let r0 = 0 and aux f = specId. We define
the reputation function frep in Algorithm 4. If a transaction was made using coins of the given
specId, its contribution to the total reputation is scaled by the amount transferred.

Algorithm 4: frep for Metric 2
Data: r, tx,specId
Result: r′

begin
r′← r+ tx.amt∗ (tx.specId= specId)
return r′

end

Metric 3 (Number of users who own instances of this spec): Let r0 = rt, or the root of a Merkle
tree where each leaf representing the balance of a different user is initialized to 0, and aux f =
specId. We define the reputation function frep in Algorithm 5. If a transaction was made using
coins of the given specId, the account balances corresponding to the sender and receiver of the
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transaction are updated according to the transaction amount in the Merkle tree. The number of
leaves with positive balances represents the number of users who own instances of the given ZUZ
specification.

Algorithm 5: frep for Metric 3
Data: r, tx,specId
Result: rtrecv
begin

amtsend←MT.get(tx.pksend)− tx.amt∗ (tx.specId= specId))
amtrecv←MT.get(tx.pksend)+ tx.amt∗ (tx.specId= specId))
rtsend←MT.insert(r, tx.pksend,amtsend)
rtrecv←MT.insert(r, tx.pkrecv,amtrecv)
return rtrecv

end

Metric 4.1 (Number of active users who own instances of this spec): Suppose a user is considered
“active" if he or she has made at least one transaction within an interval of recent history [e1,e2].
Let r0 = rt, or the root of a Merkle tree where each leaf representing the balance and activity
of a different user is initialized to (0, false), and aux f = (etx,specId) where etx is the epoch of
the block to which this transaction belongs. We define the reputation function frep in Algorithm
6. This algorithm is similar to Metric 3, except that each leaf contains a tuple of values that
must be updated, instead of just a single value. The number of leaves with positive balances and
set boolean activity flags represents the number of users who own instances of the given ZUZ
specification.

Algorithm 6: frep for Metric 4.1
Data: r, tx,specId
Result: rtrecv
begin

(amtsend,actsend)←MT.get(tx.pksend)
amt′send← amtsend− tx.amt∗ (tx.specId= specId))
act′send← actsend∨ (e1 ≤ etx ≤ e2)
(amtrecv,actrecv)←MT.get(tx.pkrecv)
amt′recv← amtrecv+ tx.amt∗ (tx.specId= specId))
act′recv← actrecv∨ (e1 ≤ etx ≤ e2)
rtsend←MT.insert(r, tx.pksend,(amt′send,act

′
send))

rtrecv←MT.insert(rtsend, tx.pkrecv,(amt′recv,act
′
recv))

return rtrecv
end

Metric 4.2 (Number of active users who own instances of this spec): Suppose a user is considered
“active" if he or she trades consistently, or has made at least c trades over any ZUZ specification
within an interval of recent history [e1,e2]. Let r0 = rt, or the root of a Merkle tree where

30



each leaf representing the balance and activity of a different user is initialized to (0, false), and
aux f = (etx,specId) where etx is the epoch of the block to which this transaction belongs. We
define the reputation function frep in Algorithm 7. This algorithm is similar to Metric 3, except
that each leaf contains a tuple of values that must be updated, instead of just a single value. The
number of leaves with positive balances and at least c frequency in trades represents the number
of users who own instances of the given ZUZ specification.

Algorithm 7: frep for Metric 4.2
Data: r, tx,specId
Result: rtrecv
begin

(amtsend,actsend)←MT.get(tx.pksend)
amt′send← amtsend− tx.amt∗ (tx.specId= specId))
act′send← actsend+(e1 ≤ etx ≤ e2)
(amtrecv,actrecv)←MT.get(tx.pkrecv)
amt′recv← amtrecv+ tx.amt∗ (tx.specId= specId))
act′recv← actrecv+(e1 ≤ etx ≤ e2)
rtsend←MT.insert(r, tx.pksend,(amt′send,act

′
send))

rtrecv←MT.insert(rtsend, tx.pkrecv,(amt′recv,act
′
recv))

return rtrecv
end

Decentralized marketplaces

We claim that metrics presented above to analyze the reputation of tokens on the ZUZ network
can be applied to measure the worth of various Ethereum assets in decentralized marketplaces.
Ethereum has a diverse token system, consisting of different assets whose worth can be hard
to efficiently compare to each other. Since Ethereum is a permissionless network, any user can
write a smart contract that adheres to any of the Ethereum token standards and begin trading their
digital assets. For instance, the above metrics can be used to compare two fungible tokens under
the ERC-20 standard based on their smart contract transaction histories.

5.4.2 General Functions

Our existing construction for monotonic reputation scoring functions can be extended to be a
general construction for arbitrary reputation scoring functions by enforcing that all transactions
from each block are included as private witness to each step of IVC. In order to reduce the burden
of computation on the user, we claim that the user can outsource the overhead of computing from
the genesis block up to a more recent block to a trusted server.

The user obtains the signature of the trusted server to describes the user’s reputation r0 for a
particular application between the genesis block up to some recent block B0, before which the
block’s transactions are generally less relevant to the user’s reputation. The user can continue
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updating their proof of reputation for new blocks that are added, which are presumably more
relevant to their transaction history.

With an efficient scheme to compute statements of blockchain reputation with respect to a
general reputation scoring function, this proof system becomes usable for a much wider scope
of applications. In this section, we consider how to improve the financial resilience of the most
popular Ethereum DApps, namely decentralized exchanges and loan pools.

Decentralized Exchanges

One of the most popular applications on Ethereum today is UniSwap, which is a decentralized
exchange that is implemented using automated market makers (AMMs). Liquidity providers
can contribute their assets towards the liquidity pools in exchange for tokens that represent their
stake. They can redeem these tokens for a percentage of the trading fees over these assets. For
instance, if Alice contributes 10,000 ETH to a liquidity pool that held 100,000 ETH in total, she
would receive a token for 10% of that pool that she could redeem from the reserve which holds
all trading fees relative to ETH.

Rewards for liquidity providers are parameterized solely on asset contribution, agnostic to the
lending behavior of the users. This leaves exchanges vulnerable to a wide range of front-running
and sandwich attacks, such as the just-in-time (JIT) liquidity attack. In this attack, the attacker
searches the mempool for large pending exchange swaps and provides liquidity to the associated
pool before the swap is confirmed. This allows the attacker to gain a large cut of the trading fees
only to subsequently pull that liquidity out in the same block.

We can provide a simple defense to JIT liqudity attacks by measuring the reputation of liq-
uidity providers, in proportion to the the longevity of their contributions to a given asset pool.
By issuing rewards to liqudity providers based on their reputation, liquidity providers are incen-
tivized to make long-term investments, which increases the financial stability of this applications.

Decentralized Loan Pools

In 2021, there was a total of 39.88B USD value locked in decentralized loan pools. Compound,
Aave, and MakerDAO are some of the most widely-used loan pools, representing 85% of the
lending market on Ethereum [19]. In a loan pool, users can choose to either contribute or
borrow assets. Borrowers have to put down collateral up front, usually worth an amount that is
much greater than the asset that they are taking out a loan for.

While there is no specific time limit by which the borrower has to pay back their loan, the
“health" of the loan is continually assessed, by comparing the worth of the borrower’s collateral
to the asset that was loaned out. If at any point the health of the loan drops too low, the smart
contract will automatically liquidate some percentage of their asset. The specific percentage that
they can liquidate is called the close factor.

The loans issued by these various applications are usually parameterized by fixed values. For
instance, both Compound and Aave have the same close factor of 50%. However, by taking the
user’s history in borrowing into account, a loan can be parameterized dynamically. For instance,
the close factor of a user’s loan could be determined from their reputation. Note that since the
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value of collateral put up by the borrower does not change, investors do not take on any external
risk.

By measuring borrower’s reputation, or more specifically their ability to repay their debts,
we can make smarter loans and give users an incentive to cleanup their bad debts. Bad debt is a
situation in which it is not financially rational for the borrower to close his lending position. This
occurs, for instance, when the collateral value falls below the value of the debt, or the cost of a
transaction fee exceeds the collateral that a borrower wants to reclaim by closing his position.
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Chapter 6

Conclusion

6.1 Summary

We explore the conflict between privacy and reputation in the decentralized token system, ZUZ,
in several ways. First, we identify how to improve privacy guarantees for ZUZ in both the
UTXO- and account-based models. We design ZUZ as an extension of Zerocash, which is a fully
anonymous version of Bitcoin, and we also design ZUZ as a privacy-preserving smart contract
atop Ethereum.

Whereas we achieve anonymity over origin, destination, and value under Zerocash in the
UTXO-based model, we only achieve anonymity over destination and value in the account-based
model. However, our UTXO-based protocol also inherits a few downsides from Zerocash, in-
cluding its trusted setup and a monotonically increasing UTXO set. On the other hand, our
privacy-preserving smart contract provides a concise representation of public and private user
funds which can eventually be deployed on a mobile or low-resource client. Furthermore, we
propose multi-round extensions of our account-based protocol to enhance our privacy guaran-
tees.

We also introduce a novel primitive, statements of blockchain reputation, which uses incre-
mentally verifiable computation to efficiently prove and verify computation over a public ledger.
This primitive formalizes the notion of reputation with respect to a token specification, which we
can eventually extend to a privacy-preserving ledger. We present a wide variety of decentralized
applications, apart from ZUZ, in which this primitive can be used in the public setting.

6.2 Future Work

We leave further optimizations of the privacy-preserving smart contract to future work. In partic-
ular, we highlight specific problems, such as designing a fewer-round origin-anonymous transfer
for the privacy-preserving smart contract or considering how malicious agents may impact the
use of client-side validation in a multi-round protocol.

We also leave further optimizations of the IVC scheme for blockchain reputation to future
work. In particular, we are interested in finding an efficient solution for an arbitrary reputation
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scoring function and finding an efficient solution in the private ledger setting, where reputation
is being computed for an artifact that multiple users interact with.

The latter case corresponds exactly to the problem of calculating the reputation of a token
specification on a privacy-preserving ZUZ ledger. We leave optimizations for integrating these
statements of reputation into a privacy-preserving ledger to future work as well.
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